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# Lab Summary

This lab is intended to be an overview of basic TLS and firewall security in SDN. Securing the SDN controller is critical to the security of the entire SDN. TLS is the standard way to secure the southbound communication from the networking devices and the SDN controller. This lab will provide the fundamentals of implementing TLS for OpenFlow communications.

A firewall is a very critical application for any network. It acts as the first/last line of defense against any unauthorized user trying to access or exploit the network. Such users can cause much harm to the networks by adding/changing flow entries to cause misconfigurations, execute DDoS attacks or just silently sniff critical information of the network. The purpose of this lab is to implement a script on Floodlight controller using a python code and understand how rules are implemented to execute certain actions on the packets which match them. The experience gained from completing this lab should be used as a foundation to understanding higher layer firewalls and how software can control the network. In the future, this basic firewall can be enhanced with additional functionality.

# Objective 1 – Attack SDN controller

In this objective you will modify the scripts written before to attack an SDN controller, and detect and stop the attack.

1. Initialize Floodlight on the controllers VM.
2. Initialize a linear topology in Mininet with four switches, remote Floodlight controller, and OpenFlow v1.3.
3. Clone the scripts from your GitHub account you pushed for Lab 5 on the Mininet VM. Paste a screenshot of the commands used. [**1 point**]

## Attack:

1. To attack the controller, you have to modify the cloned script and execute it on the Mininet VM.
2. The objective is to detect the controller IP and the OpenFlow port it uses and initiate an attack using Scapy (or any other Python based tool you prefer).
3. The attack should be a Denial-of-Service by sending multiple Packet\_In messages to the controller’s IP and port. Please use the same source port for all your attack packets.
4. Paste screenshots of your script detecting the controller’s IP and port, and of the attack. [**20 points**]

## Detect and stop:

1. To detect the attack, use the script from Lab 5 to count the number of Packet\_In messages received from a switch IP:port.
2. You must execute the script on the controllers VM and display a message when a threshold (say more than 100 Packet\_In messages from one switch IP:port) are detected. Paste screenshots of your script detecting an attack to the controller. [**20 points**]
3. To stop the attack, your script should add an iptables on the controllers VM to block packets to the controller’s IP and port from the source port of the attack packets. Paste screenshots of the iptables rule added and confirm that the attack has been stopped. [**20 points**]
4. What is another way to prevent such attacks? [**1 point**]

After completing the above objectives, create a new branch in your GitHub repo and then push the modified scripts back to GitHub making them master. Paste screenshots of the commands you used. [**5 points**]

# Objective 2 – SDN Security using SSL/TLS

Now that you have successfully attacked the controller and detected and stopped the attack, in this objective you will be creating SSL/TLS connections between Mininet and SDN controller. For simplicity you will only need to use Mininet VM to do this work. SSL/TLS is useful to secure SDN systems, but it cannot be enabled by a single command.

1. Run the following commands inside Mininet VM to generate all the keys required for this lab:

*cd /etc/openvswitch*

*sudo ovs-pki req+sign ctl controller*

*sudo ovs-pki req+sign sc switch*

*sudo ovs-vsctl set-ssl \*

*/etc/openvswitch/sc-privkey.pem \*

*/etc/openvswitch/sc-cert.pem \*

*/var/lib/openvswitch/pki/controllerca/cacert.pem*

1. Provide screenshot of results. [**5 points**]
2. Explain what is cert.pem, privkey,pem, req.pem. [**15 points**]
3. In a separate window of the Mininet VM, run the following command:

*sudo ovs-controller -v pssl:6633 \*

*-p /etc/openvswitch/ctl-privkey.pem \*

*-c /etc/openvswitch/ctl-cert.pem \*

*-C /var/lib/openvswitch/pki/switchca/cacert.pem*

Explain what this command does and what the three options do. [**10 points**]

1. Create a basic topology with 1 controller, 1 switch and 3 hosts in MiniEdit. Export the .py file into the VM. Modify the .py file such that the OvS connects to the controller over a SSL connection. Paste screenshots of the topology and the modification to the .py file. [**15 points**]
2. Execute this .py file and paste screenshot that indicates the switch is connected to the controller via a SSL secure connection. [**5 points**]
3. Please describe the steps needed to create a SSL secure connection between a switch and a controller in your own words. [**5 points**]
4. Can you describe the types of attack this objective can help prevent? [**5 points**]

# Objective 3 – SSL/TLS on Floodlight

Complete the same objectives as in Obj 2 using Floodlight as the controller. Mention the steps you followed and paste screenshots indicating a successful SSL connection between OvS and the Floodlight controller. [**15 points**]

# Objective 4 – REST Static flow entries and Firewall via Python

In this objective, you will be writing a Python script that uses Flask (or any library of choice, but “Flask” will be used throughout this document) to create a GUI, takes inputs from the user via the GUI and uses the REST API on Floodlight to configure static flow entries and firewall rules.
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1. Before initializing Floodlight, edit the file - /home/sdn/floodlight/src/main/resources/ floodlightdefault.properties file and remove the line - net.floodlightcontroller.forwarding.Forwarding,\. Can you explain what will removing this line do? [**5 points**]
2. Create the above topology in Mininet with two switches and two hosts connected to each switch and the remote Floodlight controller. Do a pingall. Will it work? Why/why not? Do you see flow entries on the switches? [**5 points**]
3. Write a Python script to create a simple REST client for accessing the controller’s REST API.
4. Use Flask to create a GUI, index.html should display 2 options – Static Routing and Firewall, and depending on what user selects redirect to another appropriate html page.

![](data:image/png;base64,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)

1. The static routing html page should take inputs from the user for these fields:

DPID, priority, In-Port, Eth-type, Dest IP, Action (flood or the particular port number)

You will have to add static flow entries on switches s1 and s2 to flood ARP packets, and forward other packets to the appropriate out port so that all hosts are able to ping each other.

Paste screenshots of the relevant flow entries on the switches. [**5 points**]

1. When the user selects Firewall, by default everything should be blocked.
2. The firewall html page should take inputs from the user for these fields:

DPID, priority, In-Port, Eth-type, Src IP, Dest IP, L4 protocol

You will have to add firewall rules to allow specific communication based on the user inputs. Do not use the Firewall API, add static flow entries for the traffic allowed.

1. Paste screenshots of the firewall rule added and the ping outputs indicating only the specific connections allowed.
2. To achieve full credit, attach the script along your submission and please show the functioning of your code to the TAs. [**80 points**]

## Total Points \_\_\_ / 237 points